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**POLYMORPHISM ASSIGNMENT (HW) PRACTICE PROBLEMS (Any 6)**

**PROBLEM 1: Hotel Booking System**

**Concept: Method Overloading**

You're building a hotel reservation system that calculates room prices in various ways:

● Standard booking (just room type and nights)

● Seasonal booking (room type, nights + seasonal multiplier)

● Corporate booking (room type, nights + corporate discount + meal package) ● Wedding package (room type, nights + guest count + decoration fee + catering options)   
  
Each calculation should display a detailed breakdown of costs and savings applied.

**Hint: Multiple ways to book the same room - let method signatures handle the complexity!**

PROGRAM:

class HotelBooking {

void bookRoom(String roomType, int nights) {

double price = nights \* 1000; // base price

System.out.println("Standard Booking: Room=" + roomType + ", Nights=" + nights + ", Price=" + price);

}

void bookRoom(String roomType, int nights, double seasonalMultiplier) {

double price = nights \* 1000 \* seasonalMultiplier;

System.out.println("Seasonal Booking: Room=" + roomType + ", Nights=" + nights + ", Price=" + price);

}

void bookRoom(String roomType, int nights, double corporateDiscount, boolean meal) {

double base = nights \* 1000;

double discount = base \* corporateDiscount;

double price = base - discount + (meal ? 500 : 0);

System.out.println("Corporate Booking: Room=" + roomType + ", Nights=" + nights + ", Price=" + price);

}

void bookRoom(String roomType, int nights, int guestCount, double decorationFee, double cateringFee) {

double price = nights \* 2000 + decorationFee + cateringFee \* guestCount;

System.out.println("Wedding Package: Room=" + roomType + ", Guests=" + guestCount + ", Price=" + price);

}

}

public class Problem1\_HotelBooking {

public static void main(String[] args) {

HotelBooking hb = new HotelBooking();

hb.bookRoom("Deluxe", 3);

hb.bookRoom("Deluxe", 3, 1.2);

hb.bookRoom("Suite", 5, 0.1, true);

hb.bookRoom("Hall", 1, 100, 5000, 200);

}

}

OUTPUT:

Standard Booking: Room=Deluxe, Nights=3, Price=3000.0

Seasonal Booking: Room=Deluxe, Nights=3, Price=3600.0

Corporate Booking: Room=Suite, Nights=5, Price=5000.0

Wedding Package: Room=Hall, Guests=100, Price=27000.0

**PROBLEM 2: Online Learning Platform**

**Concept: Method Overriding**

Create an educational content system where different course types display progress differently:

● Video courses show completion percentage and watch time

● Interactive courses show quiz scores and hands-on projects completed ● Reading courses show pages read and note-taking progress

● Certification courses show exam attempts and certification status

All courses share basic info (title, instructor, enrollment date) but track and display progress uniquely.

1

![](data:image/png;base64,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)

**Hint: Common learning foundation, specialized progress tracking per course type!**

PROGRAM:

class Course {

String title, instructor;

Course(String title, String instructor) {

this.title = title; this.instructor = instructor;

}

void showProgress() {

System.out.println("Generic course progress...");

}

}

class VideoCourse extends Course {

int percentage, watchTime;

VideoCourse(String t, String i, int p, int w) { super(t,i); percentage=p; watchTime=w; }

@Override void showProgress() {

System.out.println(title + ": " + percentage + "% completed, WatchTime=" + watchTime+" hrs");

}

}

class InteractiveCourse extends Course {

int quizzes, projects;

InteractiveCourse(String t, String i, int q, int p) { super(t,i); quizzes=q; projects=p; }

@Override void showProgress() {

System.out.println(title + ": Quizzes=" + quizzes + ", Projects=" + projects);

}

}

class ReadingCourse extends Course {

int pages, notes;

ReadingCourse(String t, String i, int p, int n) { super(t,i); pages=p; notes=n; }

@Override void showProgress() {

System.out.println(title + ": Pages Read=" + pages + ", Notes=" + notes);

}

}

class CertificationCourse extends Course {

int attempts; boolean certified;

CertificationCourse(String t, String i, int a, boolean c) { super(t,i); attempts=a; certified=c; }

@Override void showProgress() {

System.out.println(title + ": Exam Attempts=" + attempts + ", Certified=" + certified);

}

}

public class Problem2\_OnlineLearning {

public static void main(String[] args) {

Course[] courses = {

new VideoCourse("Java", "Mr. A", 80, 15),

new InteractiveCourse("Python", "Ms. B", 5, 2),

new ReadingCourse("History", "Mr. C", 120, 20),

new CertificationCourse("AWS", "Ms. D", 2, true)

};

for (Course c : courses) c.showProgress();

}

}

OUTPUT:

Java: 80% completed, WatchTime=15 hrs

Python: Quizzes=5, Projects=2

History: Pages Read=120, Notes=20

AWS: Exam Attempts=2, Certified=true

**PROBLEM 3: Transportation Fleet Management Concept: Dynamic Method Dispatch**

Design a city transport system with different vehicle types:

● Buses follow fixed routes and track passenger capacity

● Taxis provide door-to-door service and calculate fare by distance ● Trains operate on schedules and manage multiple car capacity ● Bikes are available for short-distance eco-friendly trips

Create a unified "dispatch" system where the same command produces appropriate transportation behavior based on vehicle type.

**Hint: One dispatch call, many transport solutions - runtime polymorphism in action!**

PROGRAM:

abstract class Vehicle {

abstract void operate();

}

class Bus extends Vehicle {

@Override void operate() { System.out.println("Bus follows fixed routes and manages passengers."); }

}

class Taxi extends Vehicle {

@Override void operate() { System.out.println("Taxi calculates fare by distance."); }

}

class Train extends Vehicle {

@Override void operate() { System.out.println("Train runs on schedule and manages cars."); }

}

class Bike extends Vehicle {

@Override void operate() { System.out.println("Bike provides eco-friendly short trips."); }

}

public class Problem3\_TransportFleet {

public static void main(String[] args) {

Vehicle[] fleet = { new Bus(), new Taxi(), new Train(), new Bike() };

for (Vehicle v : fleet) v.operate();

}

}

OUTPUT:

Bus follows fixed routes and manages passengers.

Taxi calculates fare by distance.

Train runs on schedule and manages cars.

Bike provides eco-friendly short trips.

**PROBLEM 4: Hospital Management System Concept: Upcasting**

Build a hospital system managing different types of medical staff:

● Doctors can diagnose patients, prescribe medicine, and perform surgeries ● Nurses can administer medicine, monitor patients, and assist procedures ● Technicians can operate equipment, run tests, and maintain instruments ● Administrators can schedule appointments and manage records

Design a general "MedicalStaff" system for common operations like shift scheduling, ID card access, and payroll processing.

**Hint: Different specialties, common professional needs - think institutional level!** 2

PROGRAM:

class MedicalStaff {

void shiftSchedule() { System.out.println("Shift scheduled."); }

}

class Doctor extends MedicalStaff {

void diagnose() { System.out.println("Doctor diagnoses patients."); }

}

class Nurse extends MedicalStaff {

void assist() { System.out.println("Nurse assists in procedures."); }

}

class Technician extends MedicalStaff {

void operateEquip() { System.out.println("Technician runs equipment."); }

}

class Administrator extends MedicalStaff {

void manageRecords() { System.out.println("Administrator manages hospital records."); }

}

public class Problem4\_HospitalManagement {

public static void main(String[] args) {

MedicalStaff staff = new Doctor(); // upcasting

staff.shiftSchedule(); // only common method accessible

}

}

OUTPUT:

Shift scheduled.
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**PROBLEM 5: Digital Art Gallery**

**Concept: Downcasting**

Create an art gallery system handling different artwork types:

● Paintings have brush techniques, color palettes, and frame specifications ● Sculptures have material composition, dimensions, and lighting requirements ● Digital art has resolution, file formats, and interactive elements

● Photography has camera settings, editing details, and print specifications Sometimes curators need access to specific artwork features for exhibition planning. **Hint: From general art piece to specific medium - unlock the details when needed!**

PROGRAM:

class Artwork {

String title;

Artwork(String t){ title = t; }

}

class Painting extends Artwork {

String technique;

Painting(String t,String tech){ super(t); technique=tech; }

void showPainting(){ System.out.println(title + " uses technique: " + technique); }

}

class Sculpture extends Artwork {

String material;

Sculpture(String t,String m){ super(t); material=m; }

void showSculpture(){ System.out.println(title + " made of: " + material); }

}

public class Problem5\_DigitalArtGallery {

public static void main(String[] args) {

Artwork art = new Painting("Mona Lisa", "Oil on Canvas");

if (art instanceof Painting) {

Painting p = (Painting) art; // downcasting

p.showPainting();

}

}

}

OUTPUT:

Mona Lisa uses technique: Oil on Canvas

**PROBLEM 6: Smart Home Automation**

**Concept: Safe Downcasting with instanceof**

Design a home automation system controlling various smart devices:

● Smart TVs manage channels, volume, and streaming apps

● Smart thermostats control temperature, humidity, and energy saving modes ● Smart security systems handle cameras, alarms, and access controls ● Smart kitchen appliances manage cooking times, temperatures, and recipes

Process mixed device collections safely, applying appropriate controls without system   
crashes.

**Hint: Identify before you control - each device has its own smart features!**

PROGRAM:

abstract class SmartDevice {}

class SmartTV extends SmartDevice {

void stream(){ System.out.println("Streaming on Smart TV"); }

}

class SmartThermostat extends SmartDevice {

void setTemp(){ System.out.println("Temperature set by Thermostat"); }

}

class SmartSecurity extends SmartDevice {

void arm(){ System.out.println("Security System Armed"); }

}

public class Problem6\_SmartHomeAutomation {

public static void main(String[] args) {

SmartDevice[] devices = { new SmartTV(), new SmartThermostat(), new SmartSecurity() };

for (SmartDevice d : devices) {

if (d instanceof SmartTV) ((SmartTV)d).stream();

else if (d instanceof SmartThermostat) ((SmartThermostat)d).setTemp();

else if (d instanceof SmartSecurity) ((SmartSecurity)d).arm();

}

}

}

OUTPUT:

Streaming on Smart TV

Temperature set by Thermostat

Security System Armed

**PROBLEM 7: Banking Transaction System**
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**Concept: Multiple Polymorphism Integration**

Create a comprehensive banking system handling:

● Savings accounts with interest calculation and withdrawal limits ● Checking accounts with overdraft protection and fee structures ● Investment accounts with portfolio management and risk assessment ● Business accounts with bulk transactions and merchant services

The system should process transactions differently, calculate fees in multiple ways, and safely handle mixed account portfolios.

**Hint: Combine method overloading for different fee structures, overriding for account-specific processing, and safe casting for mixed operations!**

**PROBLEM 8: Theme Park Management System Concept: Complete Polymorphism Mastery**

Build a comprehensive theme park system with different attraction types:

● Roller coasters have height requirements, thrill levels, and safety checks ● Water rides need swim ability checks, weather dependency, and equipment rental

● Shows have seating capacity, showtimes, and age-appropriate content ratings ● Games have skill levels, prize tiers, and group participation options

Design management systems that:

● Handle visitor entry the same way for all attractions (inheritance) ● Operate attractions differently based on type (overriding)

● Process tickets with multiple pricing options (overloading)

● Manage mixed attraction collections safely during maintenance (casting)

**Hint: The ultimate polymorphism playground - inheritance hierarchies, method variations, runtime decisions, and type-safe operations all working together!**
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**Additional Challenge Problems**

**PROBLEM 9: Cryptocurrency Exchange Platform**

**Concept: Advanced Polymorphism with Interfaces**

Design a trading platform supporting multiple cryptocurrencies:

● Bitcoin with blockchain verification and mining difficulty

● Ethereum with smart contract capabilities and gas fees

● Stablecoins with peg mechanisms and reserve backing

● NFTs with metadata, ownership history, and marketplace features

Implement trading algorithms that work uniformly across all crypto types while accessing specific features when needed.

**PROBLEM 10: Weather Monitoring Network**

**Concept: Factory Pattern with Polymorphism**

Create a weather station network with different sensor types:

● Temperature sensors with calibration data and range specifications ● Humidity sensors with moisture detection and dew point calculation ● Wind sensors with direction tracking and gust measurement

● Rain sensors with precipitation accumulation and intensity levels

Build a monitoring system that creates appropriate sensors dynamically and processes their data polymorphically while maintaining type safety.
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